**ASSIGNMENT-3**

from tensorflow.keras.preprocessing.image import ImageDataGenerator

train\_datagen = ImageDataGenerator(rescale= 1./255,horizontal\_flip = True,vertical\_flip = True,zoom\_range = 0.2) test\_datagen = ImageDataGenerator(rescale= 1./255)

x\_train =

train\_datagen.flow\_from\_directory(r"C:\Users\LonelyDinesh\

Desktop\data\_for\_ibm\Flowers-Dataset\flowers",target\_size = (64,64), class\_mode =

"categorical",batch\_size = 24)

Found 4317 images belonging to 5 classes.

x\_test = test\_datagen.flow\_from\_directory(r"C:\Users\LonelyDinesh\

Desktop\data\_for\_ibm\Flowers-Dataset\flowers",target\_size =

(64,64), class\_mode = "categorical",batch\_size = 24)

Found 4317 images belonging to 5 classes.

x\_train.class\_indices

{'daisy': 0, 'dandelion': 1, 'rose': 2, 'sunflower': 3, 'tulip': 4}

from tensorflow.keras.models import Sequential from tensorflow.keras.layers import Dense from tensorflow.keras.layers import

Convolution2D,MaxPooling2D,Flatten model=Sequential()

model.add(Convolution2D(32,

(3,3),input\_shape=(64,64,3),activation='relu') ) model.add(MaxPooling2D(pool\_size=(2,2))) model.add(Flatten()) model.summary() Model:

"sequential"
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Layer (type) Output Shape Param #

================================================================= conv2d (Conv2D) (None, 62, 62, 32) 896

max\_pooling2d (MaxPooling2D (None, 31, 31, 32) 0

)

flatten (Flatten) (None, 30752) 0

=================================================================

Total params: 896

Trainable params: 896

Non-trainable params: 0
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model.add(Dense(300,activation='relu')) model.add(Dense(150,activation='relu'))

model.add(Dense(5,activation='softmax')) len(x\_train) 180

model.compile(loss='categorical\_crossentropy',optimizer='adam',metric s

=['accuracy'])

model.fit(x\_train,steps\_per\_epoch=len(x\_train),validation\_data=x\_test , validation\_steps=len(x\_test),epochs=10)

Epoch 1/10

180/180 [==============================] - 33s 183ms/step - loss:

1.3003 - accuracy: 0.4691 - val\_loss: 1.1679 - val\_accuracy: 0.5342

Epoch 2/10

180/180 [==============================] - 28s 157ms/step - loss:

1.0616 - accuracy: 0.5812 - val\_loss: 1.0829 - val\_accuracy: 0.5800

Epoch 3/10

180/180 [==============================] - 28s 157ms/step - loss:

0.9799 - accuracy: 0.6185 - val\_loss: 1.1128 - val\_accuracy: 0.5821

Epoch 4/10

180/180 [==============================] - 29s 161ms/step - loss:

0.9217 - accuracy: 0.6366 - val\_loss: 0.9303 - val\_accuracy: 0.6386

Epoch 5/10

180/180 [==============================] - 28s 158ms/step - loss:

0.8893 - accuracy: 0.6583 - val\_loss: 0.8627 - val\_accuracy: 0.6650

Epoch 6/10

180/180 [==============================] - 29s 162ms/step - loss:

0.8509 - accuracy: 0.6755 - val\_loss: 0.8262 - val\_accuracy: 0.6880

Epoch 7/10

180/180 [==============================] - 30s 169ms/step - loss:

0.8274 - accuracy: 0.6755 - val\_loss: 0.8372 - val\_accuracy: 0.6796

Epoch 8/10

180/180 [==============================] - 30s 166ms/step - loss:

0.7923 - accuracy: 0.6965 - val\_loss: 0.8437 - val\_accuracy: 0.6734

Epoch 9/10

180/180 [==============================] - 28s 157ms/step - loss:

0.7745 - accuracy: 0.7072 - val\_loss: 0.6995 - val\_accuracy: 0.7306

Epoch 10/10

180/180 [==============================] - 28s 158ms/step - loss:

0.7363 - accuracy: 0.7192 - val\_loss: 0.7278 - val\_accuracy: 0.7278

<keras.callbacks.History at

0x16061cf68f0> model.save('IBM\_flowers.h5') pwd

'C:\\Users\\jass\_q3mm6nk\\Desktop\\data\_for\_ibm'

import numpy as np

from tensorflow.keras.models import load\_model from tensorflow.keras.preprocessing import image model=load\_model('IBM\_flowers.h5')

img=image.load\_img(r'C:\Users\maris\_q3mm6nk\Desktop\data\_for\_ib m\ Flowers-Dataset\flowers\rose/394990940\_7af082cf8d\_n.jpg') img
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img=image.load\_img(r'C:\Users\maris\_q3mm6nk\Desktop\data\_for\_ib m\ Flowers-Dataset\flowers\rose/

394990940\_7af082cf8d\_n.jpg',target\_size=(64,64)) img

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQEAYABgAAD/2wBDAAMCAgMCAgMDAwMEAwMEBQgFBQQEBQoHBwYIDAoMDAsKCwsNDhIQDQ4RDgsLEBYQERMUFRUVDA8XGBYUGBIUFRT/2wBDAQMEBAUEBQkFBQkUDQsNFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBQUFBT/wAARCABAAEADASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD859FW0huJfti/6PK38NaLXGlaDa/uLmHUbydti26J9xf7zv8A/E1yN/f+dEq7dny03Q4VutUtYfubpVWuCMZfEx4Ohz1oQme1eFLz/hH7HT9XghkEsTRLt/g/j3f+O/8AodeoaX8cnZfs08UyWnm/K/8Acqjr3g9dH+Hdlt+9LfRJv/7ZS1N4B8D6ZrGvafFfN/xL3WVJd+773lPs+58339lfJ1a370/qvB4GMcL/AHYnAfFH4O2kMkvjPw4iXPhy8bfPDCmz+zrhv4Nv/PLd93/vn/e8r1LSvJi3fcr6Z1Txf4c0Jpp9DguNNt76BPN0mb/SLSX+B0bf/s7v4vvJVfwr4b8MeLNJuPIsbSG4niaKW3Z/NeL5HXenm/7/APBX0FLMo0qfLVPzLNOC5Ymv7XCy5Y/ynxy8m+RqkkzNHn+Ja9X+N3wttfh9eWl3pclzLpV1vVYrj55YHX+F3VFVv/2q8ngk8t95+5XsU6kasOeB+W43BVMvqyoVY+9EseW95LHFArSys21UX5t1dPo+nx6esV3JLMmoRS/6nYFVduzb83/ff/fH+1TfC+g+ZKl9uV0Vti/71TXjt9qlX+61cdSp9iJ9HleW8kY4qr/26fVt5r1j4t+Eunz3bKkst5F8sLfOsvlS/wDs3/jtYitPo94ljB5N88EqvLsZvKnX7+z5fm2v/wB9f7teNeH/AB5eado0Wl+b/oqz/aF/2X2slaFn8QLyHVp7uKfZK3yts+7tr5XEYapOpc/d8tzbDfV+ScviOm0Pw5d6lNqemXPmw6uuye2fdt+ZUfan/A961UsrfVNH1S/FxeRxalCqztIs3mbmb5mXcn8f/wAS6/e+Wurt9euo7YeIJtIttUsfKjWfUtJl2y2v3V/e/wAMTNv8r97Ft/55VU8M2erfETxKlxpttHNOjL80kX3lVvk3fe3f3av7PLKJt7vtYzpSI/E3hW9+LGg20X22C2vJrVr22iuG2pdSrL5Wzd/C7fP/APs/NXzNrOj3mgalcafqFtJaXsDbZIZV2OtfT+pLe6pca7Z2M81yfDtyz6ZNb/6Rtg83yvKVv7u1fNX+H5H/AL9eZ/Fi31XVdPt9Q1e5+2XVrti847d6L/d/2q9jB1o0/wB0fm/FWU/XYyxlL4o/EaOleCb6w/0NkkTyvl27t/8A3x/v151fSLHv3ffr6o8AQ/29o1vLPtmuPmRnT/fr5z+Kulvovi/WLNoPswS5ZkhVdv7pvnX/AMd21MZSlXlGReOp0sPltCpQ/lORsbzYTWl9u2yK2771c/C1WGm+Wu6VO58hh8ZKET2b4X+OpPC2vJcq0nlbN3+j/fVv4HT/AGv/AIpq9GW71nxJ9n8LeFo4rO41He+oXVp+6Xym37lluP8Alqu1m3fw/wAKf7XzXodzJ9qXbt+X+9Xsfg/w5qfj7VLTT7S2heX70ksMCxJEn96XaleFXj7CXMfqGT4v67Q5JHuH9i2fh3wZc+HPBDx63qbwPFdatDs+yRbvlld5f7237qpuavm/4mafa+GNKvNP1C5uNS1RkVo2hf8A0eAebz975m/8dr6N8beKtM+GPguHStOnjhiiXZLNt+eWX/nrXxP408Vz+I9SmllbO5q68HzYipzcp5ef4ulgsJOlKXvSPef2bfiA2tazf6RfG0t7uaT7RbIqbPN+Ta6L/wB8J8v+9Wh+0B4BttK8Sp4wuYINS024eKKSyuHl/ey7P+mWz5dq/wB/dXhmhalZ2eiPaRQXf9uxSrLZ3dv8vkN/H/tVp6L481LxJcz/APCS6zcXn2WKW4gS7l3xb/Kf+D/e2V6VbDfvPawkfnuE4hpxwX1PER5uX4Tsfih8DYvDNhb634fuZNR8OToredKnzwbvub/9l/73/Af7u/yP+w23bmmr2j4H/GRdK0m48K+JW+0aLcJ5Ucr/APLJW+V0b/Y/9BrzXX5LbTtZv7aznW8tIp2SK4T/AJaru+Rq5uapGXKevGOCxFCNeJnWtmtuv3mr6O+Bfj6xsvBeq6e9yqah9pluJf7/AJWyJfv/AO9/6FXhPhnw1qXjK/WK2jZLJG/f3bJ8kS//ABX+zXXeLNU0T4e2dxpdtotteW99atFO83/Hwv8Aclil+8u10Rv7r/dqZUPbe7MI5/Ry2pGNKJd+NHj6x1jRWignjubjzdu9Gr55kfe+6rf7+/8AljVndqrzLtZdq7NtevQoRox5YnyebZtUzWv7SR//2Q==)

x=image.img\_to\_array(img

) x

|  |  |
| --- | --- |
| array([[[ 4., 14., | 3.], |
| [ 4., 15., | 0.], |
| [ 7., 10., ..., | 3.], |
| [ 1., 1., | 1.], |
| [ 1., 1., | 1.], |
| [ 3., 3., | 3.]], |

[[21., 37., 8.], [ 7., 18., 1.],

[ 5., 11., 1.], ...,

[ 1., 1., 3.], [ 1., 1., 1.],

[ 2., 2., 2.]],

[[15., 34., 4.], [ 5., 18., 0.],

[ 6., 14., 3.], ...,

[ 1., 2., 4.], [ 0., 0., 0.],

[ 1., 1., 1.]],

...,

[[ 7., 11., 10.], [ 7., 16., 15.],

[17., 23., 21.], ...,

[ 1., 1., 1.], [ 2., 2., 2.],

[ 0., 0., 0.]],

[[ 9., 18., 15.], [ 2., 7., 3.],

[ 5., 11., 7.], ...,

[ 0., 0., 0.], [ 1., 1., 1.],

[ 1., 1., 1.]],

[[18., 26., 28.], [ 0., 10., 2.], [ 8., 14., 10.], ...,

[ 2., 6., 9.],

[ 1., 1., 1.],

[ 1., 1., 1.]]], dtype=float32)

x=np.expand\_dims(x,axis=0

) x

|  |  |  |  |
| --- | --- | --- | --- |
| array([[[[ 4., 14., | | 3.], | |
| [ 4., 15., | | 0.], | |
| [ 7., 10., ..., | | 3.], | |
| [ 1., 1., | | 1.], | |
| [ 1., 1., | | 1.], | |
| [ 3., 3., | | 3.]], | |
| [[21., 37., | | 8.], | |
| [ 7., 18., | | 1.], | |
| [ 5., 11., ...,  [ 1., 1., | | 1.],  3.], | |
| [ 1., 1., | | 1.], | |
| [ 2., 2., | | 2.]], | |
| [[15., 34., | | 4.], | |
| [ 5., 18., | | 0.], | |
| [ 6., 14., ...,  [ 1., 2., | | 3.],  4.], | |
| [ 0., 0., | | 0.], | |
| [ 1., 1.,  ..., | | 1.]], | |
| [[ 7., 11., 10.], [ 7., 16., 15.],  [17., 23., 21.], ...,  [ 1., 1., 1.], [ 2., 2., 2.],  [ 0., 0., 0.]],  [[ 9., 18., 15.], [ 2., 7., 3.],  [ 5., 11., 7.], ...,  [ 0., 0., 0.], [ 1., 1., 1.],  [ 1., 1., 1.]],  [[18., 26., 28.], [ 0., 10., 2.], [ 8., 14., 10.], ...,  [ 2., 6., 9.],  [ 1., 1., 1.],  [ 1., 1., 1.]]]], dtype=float32) | | | |

y=np.argmax(model.predict(x),axis=1 ) y

1/1 [==============================] - 0s 74ms/step array([2], dtype=int64) x\_train.class\_indices

{'daisy': 0, 'dandelion': 1, 'rose': 2, 'sunflower': 3, 'tulip': 4} index=['daisy','dandelion','rose','sunflower','tulip'] index[y[0] ] 'rose'